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**Sprawozdanie nr 4**

„Uczenie sieci regułą Hebba”

Celem ćwiczenia było poznanie budowy i działania reguły dla sieci jednowarstwowej na przykładzie grupowania liter z i bez współczynnika zapominania.

1. **Przebieg ćwiczenia**

W celu realizacja zadania postanowiono przebudować program napisany podczas realizacji scenariusza nr 2. Program ten był napisany w języku C++ z wykorzystaniem środowiska MS Visual Studio 2015.
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Rys. 1.1 Przykładowa litera wraz z numeracją pól.

Zaimplementowano klasę **Neuron**, która zawiera zmienną typu int size, która zawiera ilość wejść do neuronu. Ponadto klasa zawiera wskaźnik typu bool \* input, który wskazuje na tablicę wejść perceptronu oraz wskaźnik typu double \* weight, który wskazuje na tablicę przechowującą wagi poszczególnych wejść neuronu.

Klasa Neuron zawiera także konstruktor domyślny, który ustawia zmienną size = 24, co odpowiada wielkości matrycy, która przechowuje dane uczące. Konstruktor domyślny losuje także poszczególne wagi z zakresu od 0 do 0.5.

Zaimplementowano dwie metody do uczenia sieci. Obie są wariantami reguły Hebba. Pierwsza z nich – **teach**() - jest wersją reguły bez współczynnika zapominania. Nowa waga jest wyliczana z formuły: ***waga[i] = waga[i] + wejście[i] \* sumaMembranowa***.

Drugi z nich – **forgetTeach**() - jest wariantem reguły Hebba z współczynnikiem zapominia. W tym przypadku wagi są wyliczane ze wzoru: ***waga[i] = waga[i] \* (1 – współczynnikZapominania) + wejście[i] \* sumaMembranowa***.

Ponadto klasa zawiera gamę metod, które służą do odczytu/zapisu danych i obsługi działania klasy.

Do projektu dodano plik **main.cpp**, w którym napisano interfejs programu. Zawierał on trzy funkcje:

* **int mian()**
* **void loadData(bool \*\* tab)**
* **void assign(bool \*letter, bool\*\* tab, Neuron \*ptr)**

W funkcja **main**() zostało zaimplementowane menu do obsługi aplikacji, z którego można wybrać sposób uczenia (z współczynnikiem zapominania jak również bez), funkcje wyświetlania pogrupowanych liter oraz resetowania danych w aplikacji. Po poprawnym wykonaniu programu funkcja zwraca warość 0.

Funkcja **loadData**(bool \*\* tab) odpowiada za wczytanie danych uczących do aplikacji. Dane uczące zostały załączone do projektu w pliku **„dane.txt”**.

Funkcja **assign(bool \*letter, bool\*\* tab, Neuron \*ptr)** służy do nadania neuronom wejść w etapie uczenia.

Screenshoty interfejsu

![](data:image/png;base64,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)

![](data:image/png;base64,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)

1. **Regułą Hebba**

Reguła Hebba jest to jedna z najpopularniejszych przykładów samouczenia się sieci neuronowych. Polega ona  na tym, że sieci pokazuje się kolejne przykłady sygnałów wejściowych, nie podając żadnych informacji o tym, co z tymi sygnałami należy zrobić. Sieć obserwuje otoczenie i odbiera różne sygnały, nikt nie określa jednak, jakie znaczenie mają pokazujące się obiekty i jakie są pomiędzy nimi zależności. Sieć na podstawie obserwacji występujących sygnałów stopniowo sama odkrywa, jakie jest ich znaczenie i również sama ustala zachodzące między sygnałami zależności.

Matematyczna interpretacja tej koncepcji wygląda następująco:

**Wi(t+1) = Wi(t) + nyxi**

Oznaczenia:

• **i** - numer wagi neuronu,

• **t** - numer iteracji w epoce,

• **y** - sygnał wyjściowy neuronu,

• **x** - wartość wejściowa neuronu,

• **n** - współczynnik uczenia (0,1).

Pewną wadą omawianego przez nas algorytmu jest to, iż wartości wag mogą wzrastać do dowolnie dużych liczb. Dlatego powstała wzbogacona wersja tego algorytmu uczenia. Dodano do niej współczynnik zapominania, dzięki któremu możemy kontrolować wartość wag. Modyfikacja wag w algorytmie Hebba z współczynnikiem zapominania przebiega następująco:

**Wi(t+1) = (1-z)\*Wi(t) + nyxi**

Oznaczenia:

* **i** - numer wagi neuronu,
* **t** - numer iteracji w epoce,
* **y** - sygnał wyjściowy neuronu,
* **x** - wartość wejściowa neuronu,
* **z** - współczynnik zapominania (0,1),
* **n** - współczynnik uczenia (0,1).

1. **Testowanie aplikacji**
2. **Wersja bez współczynnika zapominania**

* Współczynnik uczenia 0,005

**Wyniki po 10 epokach:**

Jeżeli przyjmiemy podział na dwie grupy: I grupa – (0:50), II grupa – (50: 80) grupowanie wygląda następująco:

|  |  |
| --- | --- |
| **I grupa:**  a - 30.95  c - 33.85  z - 47.62  r - 25.61  k - 44.74  h - 44.33  L - 41.4  l - 26.98 | **II grupa:**  A - 61.4736  B - 66.11  b - 52.49  C - 56.17  D - 62.75  d - 55.72  E - 68.71  e - 58.95  Z - 57.42  R - 54.65  K - 54.65  H - 64.33 |

**Wyniki po 20 epokach:**

Przyjmuje podział na dwie grupy: I grupa – (0 – 1000), II grupa – (powyżej 1000).

|  |  |
| --- | --- |
| **I grupa:**  a - 529.6  b - 894.2  C - 942.7  c - 571.5  d - 947.2  Z - 971.6  z - 809  R - 939.4  r - 441.7  K - 939.4  k - 757.7  h - 753.6  L - 696.8  l - 455.8 | **II grupa:**  A - 1050.74  B - 1121  D - 1064  E - 1166  e - 1012  H - 1099 |

**Wyniki po 30 epokach:**

Przyjmuję dwie grupy: I grupa – (o – 14 000), II grupa(powyżej 13 000).

|  |  |
| --- | --- |
| **I grupa:**  a - 7527  b - 1.27e+04  c - 8115  z - 1.148e+04  r - 6272  k - 1.076e+04  h - 1.07e+04  L - 9900  l - 6479 | **II grupa:**  A - 14922.4  B - 1.593e+04  C - 1.34e+04  D - 1.512e+04  d - 1.345e+04  Z - 1.381e+04  R - 1.335e+04  K - 1.335e+04  E - 1.657e+04  e - 1.438e+04  H - 1.562e+04 |

1. **Wersja z współczynnikiem zapominania**

* **Współczynnik zapominania = 0,01**

**Wyniki po 10 epokach:**

Przyjmuję dwie grupy: I grupa - (0, 6), II grupa (powyżej 6).

|  |  |
| --- | --- |
| **I grupa:**  a - 3.35  b - 5.613  C - 5.822  c - 3.648  d - 5.99  z - 5.085  R - 5.794  r - 2.856  K - 5.794  k - 4.677  h - 4.587  L - 4.29  l - 2.796 | **II grupa:**  A - 6.54156  B - 7.029  D - 6.664  E - 7.305  e - 6.267  Z - 6.018  H - 6.848 |

**Wyniki po 20 epokach:**

Przyjmuję dwie grupy: I grupa - (0, 12), II grupa (powyżej 12).

|  |  |
| --- | --- |
| **I grupa:**  a - 6.948  b - 11.5  C - 11.71  c - 7.459  d - 12.64  z - 10.42  R - 11.3  r - 6.152  K - 11.3  k - 9.069  h - 9.068  L - 8.296  l - 5.303 | **II grupa:**  A - 13.3524  B - 14.89  D - 14.06  E - 14.96  e - 12.34  Z - 12.46  H - 13.8 |

**Wyniki po 80 epokach:**

Przyjmuję dwie grupy: I grupa - (0, 2000), II grupa (powyżej 2000).

|  |  |
| --- | --- |
| **I grupa:**  a - 1149  b - 1942  c - 1240  z - 1754  r - 959.2  k - 1647  h - 1637  L - 1514  l - 992.2 | **II grupa:**  A - 2283.11  B - 2438  C - 2051  D - 2314  d - 2057  E - 2537  e - 2198  Z - 2114  R - 2044  K - 2044  H - 2391 |

1. **Wnioski**

Do testów użyto zestawu dużych i małych liter, co pozwoliło na naturalny podział zbioru uczącego na dwa zestawy: litery małe i litery duże. Algorytm bez współczynnika zapominania rozpoznał z 10 % błędem wielkość liter już po 30 epokach uczenia. Jednak współczynniki jakie obliczał dla poszczególnych liter były już relatywnie duże, niewygodne dla oka człowieka. Ten przykład pokazuje, że maszyna jest sama w stanie rozpoznać zestaw cech danych znaków, tylko obserwując dane wejściowe przez wystarczającą liczbę epok.

Żeby liczby, obliczane przez algorytm były mniejszego rzędu, wprowadzono algorytm uczenia ze współczynnikiem zapominania. Podobny rząd wielkość współczynników jak po 30 epokach algorytmu bez współczynnika występuje dopiero przy 100 epoce. Podczas testów, po 80 epokach, program był w stanie rozróżnić wielkość liter z 10 % dokładnością.

Algorytm miał problem z przyporządkowaniem do grupy małych liter dla znaków „e” oraz „d”. Według mnie, jest to skutkiem wyglądu tych znaków. Znak „d” jest podobny do zniekształconych dużych liter takich jak D, B, A. Podobnie ze znakiem „e”. Jednak przy wystarczająco dużej ilości epok, algorytm jest w stanie poradzić sobie także z tym problemem.

1. **Listing kodu**

**Neuron.h**

#pragma once

#include <iostream>

#include <vector>

#include <conio.h>

#include <windows.h>

#include <cstdlib>

#include <fstream>

#include <string>

#include <ctime>

#include <iomanip>

class Neuron

{

private:

int size; //ilość wejść

bool \*input; //wejścia

double \*weight; //wagi

public:

Neuron(); //konstruktor

~Neuron(); //destruktor

void setSize(int s); /\*ustawia ilość wejść do neuronu\*/

void setInput(int i, bool value); /\*ustawia wartość wejścia o indeksie i wartością boolean\*/

void setWeight(int i, double value); /\*ustawia wartość o indeksie i wagi\*/

int getSize(); /\*zwraca ilość wejść do neuronu\*/

bool getInput(int i); /\*zwraca wartość boolean wejścia o indeksie i\*/

double getWeight(int i); /\*zwraca wartość wagi o indeksie i\*/

void setNeuronInputs(bool\*); /\*ustawia wartość wejść neuronu danymi z tablicy, na którą wskazuje wskaźnik\*/

void teach(bool \*\*); /\*funkcja uczenia neuronu bez współczynnika zapominia\*/

void forgetTeach(bool \*\*); /\*funkcja uczenia neuronu z współczynnikiem zapominania\*/

double getMembraneSum(); /\*oblicza sumę membranową (suma += waga[i] \* input[i])\*/

void showNeuron(); /\*wyświetlanie neuronu\*/

};

**Neuron.cpp**

#include "Neuron.h"

#define learningRate 0.005

#define forgetRate 0.01

#define numberOfData 20

using namespace std;

#pragma region Constructors&Destructors

Neuron::Neuron()

{

size = 24;

input = new bool[size];

weight = new double[size];

srand(time(NULL));

for (int i = 0; i < size; i++)

{

input[i] = 0;

weight[i] = (rand() % 100) / 200.0; //losowanie od 0 do 0.5

}

}

Neuron::~Neuron()

{

delete[] input;

delete[] weight;

}

#pragma endregion

#pragma region Setters

void Neuron::setSize(int s)

{

size = s;

}

void Neuron::setInput(int i, bool value)

{

input[i] = value;

}

void Neuron::setWeight(int i, double value)

{

weight[i] = value;

}

#pragma endregion

#pragma region Getters

int Neuron::getSize()

{

return size;

}

bool Neuron::getInput(int i)

{

return input[i];

}

double Neuron::getWeight(int i)

{

return weight[i];

}

#pragma endregion

#pragma region Functions

void Neuron::setNeuronInputs(bool \* tab)

{

for (int i = 0; i < size; i++)

{

input[i] = tab[i];

}

}

void Neuron::teach(bool \*\* tab)

{

long double answer = 0.0;

for (int i = 0; i < numberOfData; i++)

{

for (int j = 0; j < size; j++)

{

input[j] = tab[(size\*i) + j];

}

for (int j = 0; j < size; j++)

{

answer = getMembraneSum();

weight[j] += (learningRate \* input[j] \* answer);

}

}

}

void Neuron::forgetTeach(bool \*\* tab)

{

long double answer = 0.0;

for (int i = 0; i < numberOfData; i++)

{

for (int j = 0; j < size; j++)

{

input[j] = tab[(size\*i) + j];

}

for (int j = 0; j < size; j++)

{

answer = getMembraneSum();

weight[j] = weight[j] \* (1 - forgetRate) + (learningRate \* input[j] \* answer);

}

}

}

double Neuron::getMembraneSum()

{

if (size == 0)

return -1;

else

{

long double sum = 0.0;

for (int i = 0; i < size; i++)

sum += input[i] \* weight[i];

return sum;

}

}

void Neuron::showNeuron()

{

{

for (int i = 0; i < size; i++)

{

cout << i << " INPUT: " << input[i] << " WEIGHT: " << weight[i] << endl;

}

cout << "SUMA = " << getMembraneSum() << endl<<endl;

}

}

#pragma endregion

**Main.cpp**

#include "Neuron.h"

#define numeberOfData 20

#define numberOfPixels 24

using namespace std;

void loadData(bool \*\*tab); /\*wczytanie danych uczących\*/

void assign(bool\* letter, bool \*\*tab, Neuron \*ptr);

int main()

{

setlocale(LC\_ALL, "");

int epochs = 0; //licznik epok

int userAnswer; /\*ilość epok jaką chce przeprowadzić użytkownik\*/

/\*Tworzenie dynamicznej tablicy dwuwymiarowej do przechowania danych uczących\*/

bool\*\* data = new bool\*[numeberOfData];

for (int i = 0; i < numeberOfData; i++)

{

data[i] = new bool[numberOfPixels];

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

Neuron neuron; /\*stworzenie domyślnego neuronu\*/

Neuron \*ptr = &neuron;

bool letter[numberOfPixels] = { 0 }; /\*tablica do przechowywania wyników dla poszczególnych liter\*/

char charLetters[numeberOfData] = { 'A','a','B','b','C','c','D','d','E','e','Z','z','R','r','K','k','H','h','L','l' };/\*litery do wydruku\*/

loadData(data); /\*ładowanie danych uczących do tablicy data\*/

neuron.showNeuron();

cout << endl << "Wciśnij dowolny klawisz...";

\_getch();

char znak = '0'; /\*zmienna char do obsługi menu\*/

while (true)

{

system("cls");

cout <<"\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_" << endl;

cout <<"|\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_MENU\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|" << endl;

cout <<"| 1 | Algorytm Hebba z współczynnikiem zapominania |" << endl

<< "| 2 | Algorytm Hebba bez wspólczynnika zapominania |" << endl

<< "| 3 | Wyświetl pogrupowanie |" << endl

<< "| 4 | Reset danych |" << endl

<< "| 5 | Wyjście |" << endl

<< "|\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|"<<endl;

cout<<endl << "Twój wybór >> "; cin >> znak;

switch (znak)

{

case '1': /\*uczenie z współczynnikiem zapominania\*/

{

assign(letter, data, ptr);

cout << "Ile epok nauczania przeprowadzić? >> "; cin >> userAnswer;

for (int i = 0; i < userAnswer; i++)

{

neuron.forgetTeach(data);

epochs++;

}

neuron.showNeuron();

cout << endl << "Wciśnij dowolny klawisz...";

\_getch();

}

break;

case '2': /\*uczenie bez współczynnika nauczania\*/

{

assign(letter, data, ptr);

cout << "Ile epok nauczania przeprowadzić? >> "; cin >> userAnswer;

for (int i = 0; i < userAnswer; i++)

{

neuron.teach(data);

epochs++;

}

neuron.showNeuron();

cout << endl << "Wciśnij dowolny klawisz...";

\_getch();

}

break;

case '3': /\*wyświetl wyniki po uczeniu\*/

{

cout << endl << "Wyniki po " << epochs << " epokach:" << endl;

for (int i = 0; i < numeberOfData; i++)

{

for (int j = 0; j < numberOfPixels; j++)

{

letter[j] = data[i][j];

}

neuron.setNeuronInputs(letter);

cout << charLetters[i] << " - " << neuron.getMembraneSum() << setprecision(4) << endl;

}

cout << endl << "Wciśnij dowolny klawisz...";

\_getch();

}

break;

case '4': /\*zresetuj program\*/

{

system("cls");

for (int i = 0; i < numeberOfData; i++)

{

letter[i] = 0;

}

neuron = Neuron();

epochs = 0;

loadData(data);

cout << "Resetowanie ustawień i losowanie wag..." << endl;

Sleep(1000);

system("cls");

cout << "Resetowanie ustawień zakończone sukcesem!" << endl;

Sleep(1000);

}

break;

case '0':/\*wykjscie z programu\*/

{

system("cls");

cout << "Wyjście z programu...";

Sleep(1500);

exit(0);

}

break;

default: /\*nepoprawny klawisz\*/

{

cout << "Wciśnięto nieprawidłowy klawisz!" << endl;

cout << endl << "Wciśnij dowolny klawisz...";

\_getch();

}

}

}

//Dealokacja pamięci

for (int i = 0; i < numeberOfData; i++)

{

delete[] data[i];

}

delete[] data;

data = NULL;

neuron.~Neuron();

return 0;

}

void loadData(bool \*\*tab)

{

double a = 0.0;

ifstream plik;

plik.open("dane.txt");

string line;

int numberLine = 1;

int i = 0;

int j = 0;

if (!plik.good()) //jesli nie mozna otworzyc pliku to wypisz blad

{

cerr << "Nie można otworzyć pliku źródłowego!" << endl

<< "Error #" << plik.fail() << endl << endl;

system("PAUSE");

exit(1); //jesli nie udalo sie otworzyc pliku to zakoncza dzialanie calego programu

}

while (getline(plik, line, ';'))

{

a = atoi(line.c\_str());

numberLine++;

tab[i][j] = a;

j++;

if (j % 24 == 0 && j != 0)

{

i++;

j = 0;

}

}

plik.close();

}

void assign(bool \*letter, bool\*\* tab, Neuron \*ptr)

{

for (int i = 0; i < numeberOfData; i++)

{

for (int j = 0; j < numberOfPixels; j++)

{

letter[j] = tab[i][j]; /\*dla ustawienia wejsc neuronu robie to przypisanie\*/

}

}

ptr->setNeuronInputs(letter);

}